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ABSTRACT 

The inter-connectivity of human activities has made isolationism not a popular practice and, in some instances, impractical. Inter-
connectivity leads to person(s) wanting to access information from others (persons or databases) and in some cases share information. 
The accessing and or sharing of information has brought into question the security of data and the identity of the data owner(s). This 
paper proposes protocols that will enable the sharing of information securely among untrusted databases.  
 

Introduction  
Data sharing has become unavoidable and important in recent times. The use of cloud computing and other databases have made it 
virtually impossible to prevent sharing of information between two or more databases. The sharing of information most often than 
not is necessitated by: (1). a database needing information from another. This maybe mutual or on demand; (2). when databases want 
to verify the information they have in common. The later brings to the fore the computation of the intersection between the databases. 
The problem in the computation of intersection between databases is that, none of the databases want to make their information 
known. That is the databases would like to compute the intersection securely without disclosing the information they possess. This 
problem has brought to the fore the use of trusted third party and secure multi-party computation.  
 

Trusted Third Party 
This is a domain that can be trusted to offer identity/data verification and facilitate the interaction between two parties. The trusted 
third party should be “trusted” by the two parties and must be secure against attacks. The parties who need to compute the intersec-
tion of their attributes send them to a trusted third party to do the computation of their intersection. The trusted third party informs 
both parties about the content of the intersection. In some scenarios, the trusted third party oversees the computation of the inter-
section between the databases without taking part in it.  
 

Secure/multi-party Computation 
Secure/multiparty computation (S/MPC) as proposed by [1] is a cryptographic protocol that enables computation involving many par-
ties where none of the parties involved can see the others’ data. Secure Multiparty Computation refers to cryptographic protocols 
that allow for the distributed computation of a function over distributed inputs without revealing additional information about the 
inputs, [2]. Let databases 𝑋 =  {𝑥1, 𝑥2, .  .  .  , 𝑥𝑛} and 𝑌 =  {𝑦1, 𝑦2, .  .  .  , 𝑦𝑚}. The motive of the databases is to compute the inter-
section of the content of the attributes without disclosing what they possess. Hence, the aim is to computationally find the intersection 
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of the contents of their attributes such that the databases know only the intersection but nothing else. In secure multiparty computa-
tion, the basic requirements are privacy and correctness.   
Privacy – databases should know the output of the computation of the intersection and nothing else.  
Correctness – each database should receive the actual output of the computation of the intersection.  It must be noted that, an ad-
versarial attack on secure multiparty computation may be to know the private information of the databases or cause the result of the 
computation by the databases to be incorrect. Hence, with the use of secure multiparty computation the adversary will not be able to 
interfere with the computation of the two databases.   
 
The motive for the computation of the intersection of attributes maybe necessitated by: (1). In a market survey, two companies (A and 
B) may want to know the customers that patronize the goods and services of both companies. Each company does not want to disclose 
the list of its customers and the type of goods and services they patronize. In such a scenario, the information from the two companies 
should be shared such that; (i) neither party learns more than their own data and must obtain the intersection (if one exists), while 
neither should learn anything about the others’ set and (ii) they should learn the results of the intersection mutually. (2). SMPC can be 
used when there is the need to compare the DNA of an individual against a database of the DNA of patients suffering from a terminal 
disease. The goal is to check if the individual is in a high-risk group for a certain type of the terminal disease.  
The need to find the intersection between private datasets that each database does not want to make public arises often in interaction 
protocols. This task becomes complicated when the databases are suspicious of each other (untrusted databases). It is in lieu of this 
that this paper proposes the sharing of information securely between untrusted databases. Thus, the protocols in this paper enables 
the sharing of information securely between databases. The rest of the paper is organized as follows; a review of previous research 
works; the protocol for the secure computation of the intersection between the databases; the proposed protocol; the security analysis 
of the protocol and the conclusion.  
 
 

Related Research   
Private set intersection is a secure multiparty cryptographic computation technique that can enable two parties to compute the inter-
section of the encrypted contents of their datasets. In this computation, nothing is revealed to each other except the content of their 
intersection. Plain and authorized private set intersection (PSI and APSI) find application if there is the need for client authorization 
and/or server unlinkability, as well as on server’s ability to engage in precomputation, [3]. In order to securely and privately compute 
the intersection of data sets, [4] proposed the use of homomorphic encryption in PSI.   
 
The need for users to cryptographically protect their data (both at rest and in transit) becomes apparent when public cloud services 
are being used. The use of public cloud services for storage and confidentially sharing the data makes it more apparent the need for 
end users to cryptographically protect the data. In some cases, data protection also involves hiding the identity of the data owner from 
both the data users and the cloud provider. In order to provide anonymity for the data owner and access to data confidentially, [5] 
proposed A-SKY. In order to enhance security and privacy of authorized data users, [6] proposed a keyword search mechanism where 
each data user has keys to encrypt and decrypt the data. The protocol in their paper enables queries to the server that meets certain 
criteria to be sent to the enquiry (user) without it being decrypted. Protecting data in remote stores and be able to perform operations 
on them securely is to adopt cryptographic schemes. This has brought to the fore the problem of the management of secret keys by 
the database owners. Hence, [7] proposed a distributed key management system (DKMS) that is zero-knowledge to the data to manage 
the keys of data-owners and handle data sharing requests. The uncertainty of the integrity, security and confidentiality of data with 
cloud service providers is of great concern to data owners. Based on these, [8] proposed a system that imperatively imposes access 
control policies of data owners hence, preventing the cloud storage providers from unauthorized access and making illegal authoriza-
tion. 
 

Protocol 
The privacy requirements for this protocol are:  (i). the databases in the protocol learn nothing about each other’s dataset except for 
the final outcome of the computation; (ii). before the exchange of their secret keys, the databases in the protocol get to know only the 
total number of matching records in their databases and nothing else and (iii). at the end of the protocol, only the databases in the 
protocol get to know the actual records they have in common.  

Setup 
The trusted third party (TTP) has a hash function, ℎ𝑇𝑃(), and a global public-key that allows registered Users to communicate with it. 
The trusted third party is passive hence it only oversees the protocol.    
Each database generates an identity, ID, for ease of identification. Database A generates 𝐼𝐷𝐴; likewise, database B generates  𝐼𝐷𝐵.  
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Each database generates an RSA keypair. The RSA keypair for database A and B are (𝑒𝐴1
, 𝑑𝐴1

) and (𝑒𝐵1
, 𝑑𝐵1

) respectively. In order to 

use this protocol, the database(s) need to register with the TTP. The database(s) registers with the TTP by sending the ID and the public 

key of the RSA keypair to the it. Hence, the database A sends 𝐸𝑛𝑐𝑒𝑇𝑃
[(ℎ𝑇𝑃(𝐼𝐷𝐴1

), 𝐼𝐷𝐴1
), 𝑒𝐴1

]. Database B also registers with the TTP 

by sending 𝐸𝑛𝑐𝑒𝑇𝑃
[(ℎ𝑇𝑃(𝐼𝐷𝐵1

), 𝐼𝐷𝐵1
), 𝑒𝐵1

]. Furthermore, each database generates an RSA keypair:  (𝑒𝐴2
, 𝑑𝐴2

) and (𝑒𝐵2
, 𝑑𝐵2

) for data-

bases A and B respectively.  
 

The Intersection Protocol  
Let database A and database B have private data 𝐴 =  {𝑎1, 𝑎2, . . .  , 𝑎𝑛} and 𝐵 =  {𝑏1, 𝑏2, . . .  , 𝑏𝑚} respectively. The databases A and B 
agree on a hash function, ℎ(). The databases hash the content of their files. Database A computes ℎ(𝐴) =  {ℎ(𝑎1), ℎ(𝑎2), . ..  , ℎ(𝑎𝑛)}. 
Database B also computes ℎ(𝐵) =  {ℎ(𝑏1), ℎ(𝑏2), . ..  , ℎ(𝑏𝑚)}. Each database encrypts the hash of the content of their files and ran-
domly arranges the encrypted files. The databases exchange the encrypted randomized files. Database A sends 

𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} to database B. On the other hand, database B sends 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑒𝐵1

[ℎ(𝐵)]} to database A. Database A re-

encrypts the encrypted files received from database B using the public key 𝑒𝐴2
. The re-encrypted file is randomized. The encrypted 

files received from database B and the randomized re-encrypted file by database A are concatenated and sent to database B. Database 

A sends {𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]} ||𝐸𝑛𝑐𝑒𝐴2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]} ]} to database B. Also, database B re-encrypts the encrypted 

files received from database A using the public-key 𝑒𝐵2
. The re-encrypted file is randomized. The encrypted files received from database 

A and re-encrypted by database B are concatenated and sent to database A.  Likewise, database B sends 

{𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} ||𝐸𝑛𝑐𝑒𝐵2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} ]} to database A. Each database computes the intersection of infor-

mation received. Each database computes the intersection  𝐼𝐴𝐵  ∈  𝐸𝑛𝑐𝑒𝐴2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐵)]} ]  ∩

 𝐸𝑛𝑐𝑒𝐵2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1

[ℎ(𝐴)]} ].  

 

The computation of 𝐼𝐴𝐵  ∈  𝐸𝑛𝑐𝑒𝐴2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐵)]} ]  ∩  𝐸𝑛𝑐𝑒𝐵2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1

[ℎ(𝐴)]} ] by each database gives the in-

tersection size between the two databases. From the intersection computed, it means 𝐼𝐴𝐵  ∈ database 𝐴 and also 𝐼𝐴𝐵  ∈ database 𝐵. 

Each of the databases sends the intersection  𝐼𝐴𝐵 to the trusted third-party. Let 𝐸𝑛𝑐𝑒𝐵2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1

[ℎ(𝐼𝐴𝐵)]} ] and 

 𝐸𝑛𝑐𝑒𝐴2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐼𝐴𝐵)]} ] be the intersection computed by databases B and A respectively and sent to the TTP. The TTP 

checks if  𝐸𝑛𝑐𝑒𝐴2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐼𝐴𝐵)]} ] from database A and 𝐸𝑛𝑐𝑒𝐵2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1

[ℎ(𝐼𝐴𝐵)]} ] from B are the same. If they 

are not the same, then one of the databases cheated hence, the protocol is terminated. Database A sends 𝑑𝐴2
 to the trusted third-

party by sending 𝐸𝑛𝑐𝑒𝑇𝑃
[𝑑𝐴2

||ℎ𝑇𝑃(𝑑𝐴2
)]. Likewise, database B sends 𝑑𝐵2

 to the trusted third-party by sending 𝐸𝑛𝑐𝑒𝑇𝑃
[𝑑𝐵2

||ℎ𝑇𝑃(𝑑𝐵2
)]. 

With the knowledge of 𝑑𝐵2
 from database B, the TTP computes 𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑑𝐵2

〈𝐸𝑛𝑐𝑒𝐵2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1

[ℎ(𝐼𝐴𝐵)]} ]〉. After the decryp-

tion, the trusted third-party sends 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑒𝐴1
[ℎ(𝐼𝐴𝐵)]} to database A.  

 

Also, with the knowledge of 𝑑𝐴2
 from database A, the TTP computes 𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑑𝐴

〈 𝐸𝑛𝑐𝑒𝐴2
[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐼𝐴𝐵)]} ] 〉.  After the 

decryption, the trusted third-party sends 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑒𝐵1
[ℎ(𝐼𝐴𝐵)]} to database B.   

The decrypted intersection received from the trusted third-party is the encrypted hash of the files the databases have in common. For 
the databases to know the actual files they have in common, the intersection received from the trusted third-party is decrypted. These 
decrypted files are then compared with the hashed files of their individual databases. The final decrypted files in the intersection 
computed by database A has 𝐼𝐴𝐵  ∈  ℎ(𝑎𝑖), 𝑖 = 1,.  .  .  .  , 𝑝 where 𝑝 ≪ 𝑛. Also, the final decrypted files in the intersection computed 
by database B has 𝐼𝐴𝐵  ∈  ℎ(𝑏𝑖), 𝑖 = 1,.  .  .  .  , 𝑝 where 𝑝 ≪ 𝑚. Database A compares hash of the files obtained from the intersection 

computed ℎ(𝑎1, 𝑎2, .  .  .  , 𝑎𝑝) and the hash of the original files   ℎ(𝑎1, 𝑎2, .  .  .  , 𝑎𝑛) in order to know the actual files that are in 

common with the other database. Likewise, database B compares hash of the files obtained from the intersection computed 

ℎ(𝑏1, 𝑏2, .  .  .  , 𝑏𝑝) and the hash of the original files   ℎ(𝑏1, 𝑏2, .  .  .  , 𝑏𝑚) in order to know the actual files that are in common with 

the other database. Two hashed files are the same if they are semantically equal.  
 
 
Security  
The protocols in this paper are designed to prevent both honest-but-curious and external attacks. The protocols are resistant against 
external attackers however, honest-but-curious attacks need to be prevented. The files in the databases are hashed and encrypted 
before they sent to the other database. The cryptographic hash function and the encryption will prevent both honest-but-curious and 
external attackers from knowing the content of the files of the database.    
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During the protocol, database A sends {𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]} ||𝐸𝑛𝑐𝑒𝐴2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]}]} to database B. Database B 

also sends {𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} ||𝐸𝑛𝑐𝑒𝐵2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]}]} to database A. The sending of 

{𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]} ||𝐸𝑛𝑐𝑒𝐴2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1
[ℎ(𝐵)]}]} and 

 {𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} ||𝐸𝑛𝑐𝑒𝐵2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]}]} by databases B and A respectively serves as a check against temper-

ing by attackers. If say database A observes that, 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐴)]} received from database B is different from what was sent 

to database B, database A terminates the protocol and reports to the trusted third-party. The randomization of the second part of the 
concatenation prevents a database from undertaking known cyphertext attack on the protocol.  
In order to prevent honest-but-curious attacks, the protocol is symmetric – databases A and B compute the intersection simultaneously. 
Furthermore, the content of the files in the databases should be large in order to prevent dictionary attacks. The databases send the 
computed intersection to the trusted third-party. The trusted third-party on receiving 𝐼𝐴𝐵 knows it is the intersection computed from 
the protocol between databases A and B. The trusted third-party verifies whether 𝐼𝐴𝐵 from database A is the same as 𝐼𝐴𝐵 from database 
B. The protocol is terminated if the intersection received from the databases are not the same.  
 
With the knowledge of 𝑑𝐴2

 and 𝑑𝐵2
 from databases A and B respectively, the trusted third-party computes 

𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑑𝐴2
〈𝐸𝑛𝑐𝑒𝐴2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑒𝐵1
[ℎ(𝐼𝐴𝐵)]} ]〉 and sends 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐵1

[ℎ(𝐼𝐴𝐵)]} to database B. Likewise, the trusted third-

party computes 𝐷𝑒𝑐𝑟𝑦𝑝𝑡𝑑𝐵2
〈𝐸𝑛𝑐𝑒𝐵2

[𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑛𝑐𝑒𝐴1
[ℎ(𝐼𝐴𝐵)]} ]〉 and sends 𝑅𝑎𝑛𝑑𝑜𝑚 {𝐸𝑒𝐴1

[ℎ(𝐼𝐴𝐵)]} to database A. At this point, 

the trusted third-party does not know the content of the actual files the databases have in common. Even if the trusted third-party 
become honest-but-curious, it can know only the hash of the files the databases have in common. Likewise, if the TTP is compromised 
it is only the hash of the files that will be exposed. Hence the protocol in this paper ensures: (1) guaranteed output delivery – an 
adversary or honest-but-curious database will not be able to prevent the other database from receiving its output; (2). fairness: the 
databases receive the same output simultaneously.   
 
 

Conclusion  
This paper has proposed a protocol that is secure against external and honest-but-curious attacks. Hence the protocol can be used for 
the comparison of the contents of databases over an untrusted network. The ability of the protocols to prevent even the trusted third-
party from knowing the content of the files of a database shows its idealness in protecting information of users of the protocol. Fur-
thermore, there is guaranteed output delivery and fairness in the proposed protocol.  
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